**PROGRAM-12**

**AIM -** **Write an algorithm and program to implement Job sequencing with deadline.**

**ALGORITHM-**

Algorithm: Job-Sequencing-With-Deadline (D, J, n, k)

D(0) := J(0) := 0

k := 1

J(1) := 1 // means first job is selected

for i = 2 … n do

r := k

while D(J(r)) > D(i) and D(J(r)) ≠ r do

r := r – 1

if D(J(r)) ≤ D(i) and D(i) > r then

for l = k … r + 1 by -1 do

J(l + 1) := J(l)

J(r + 1) := i

k := k + 1

**SOURCE CODE-**

#include <stdio.h>

#define MAX 100

typedef struct Job {

char id[5];

int deadline;

int profit;

} Job;

void jobSequencingWithDeadline(Job jobs[], int n);

int minValue(int x, int y) {

if(x < y) return x;

return y;

}

int main(void) {

//variables

int i, j;

//jobs with deadline and profit

Job jobs[5] = {

{"j1", 2, 60},

{"j2", 1, 100},

{"j3", 3, 20},

{"j4", 2, 40},

{"j5", 1, 20},

};

//temp

Job temp;

//number of jobs

int n = 5;

//sort the jobs profit wise in descending order

for(i = 1; i < n; i++) {

for(j = 0; j < n - i; j++) {

if(jobs[j+1].profit > jobs[j].profit) {

temp = jobs[j+1];

jobs[j+1] = jobs[j];

jobs[j] = temp;

}

}

}

printf("%10s %10s %10s\n", "Job", "Deadline", "Profit");

for(i = 0; i < n; i++) {

printf("%10s %10i %10i\n", jobs[i].id, jobs[i].deadline, jobs[i].profit);

}

jobSequencingWithDeadline(jobs, n);

return 0;

}

void jobSequencingWithDeadline(Job jobs[], int n) {

//variables

int i, j, k, maxprofit;

//free time slots

int timeslot[MAX];

//filled time slots

int filledTimeSlot = 0;

//find max deadline value

int dmax = 0;

for(i = 0; i < n; i++) {

if(jobs[i].deadline > dmax) {

dmax = jobs[i].deadline;

} }

//free time slots initially set to -1 [-1 denotes EMPTY]

for(i = 1; i <= dmax; i++) {

timeslot[i] = -1;

}

printf("dmax: %d\n", dmax);

for(i = 1; i <= n; i++) {

k = minValue(dmax, jobs[i - 1].deadline);

while(k >= 1) {

if(timeslot[k] == -1) {

timeslot[k] = i-1;

filledTimeSlot++;

break;

}

k--;

}

//if all time slots are filled then stop

if(filledTimeSlot == dmax) {

break;

} }

//required jobs

printf("\nRequired Jobs: ");

for(i = 1; i <= dmax; i++) {

printf("%s", jobs[timeslot[i]].id);

if(i < dmax) {

printf(" --> ");

}

}

//required profit

maxprofit = 0;

for(i = 1; i <= dmax; i++) {

maxprofit += jobs[timeslot[i]].profit;

}

printf("\nMax Profit: %d\n", maxprofit);

}

**OUTPUT-**

**![](data:image/png;base64,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)**